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Chapter 2

Background and State of the Art

2.1 Introduction to VR/MR Programming Environ-

ments

Virtual and mixed reality (VR/MR) environments have the potential to transform
programming by providing immersive, spatially enhanced interaction methods. These
technologies promise improvements in productivity, comprehension of complex systems,
and collaboration among developers. [7]

2.2 Overview of General Challenges in VR/MR En-

vironments

The main problems of VR or MR solutions are separation from the physical world,
input and interaction challenges, ergonomic and hardware limitations, and physical
strain and distortion. Other issues that should be mentioned are the learning curve
and initial complexity, technological limitations, and lower productivity compared to
desktops.

2.3 Types of VR and MR Devices

VR and MR devices can be broadly classified into two main categories: standalone and
tethered.

Standalone VR devices contain all the computing hardware components required
to work in VR without the need to connect additional external hardware.

Tethered devices require a separate computer to work. There is also a hybrid type of
devices like Meta Quest 3 or Apple Vision Pro supporting both tethered and standalone
operating modes.[2]
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In addition to these main categories, there is a subcategory of VR devices known as
mobile VR headsets. These devices utilize a smartphone as the display and processing
unit, offering a more affordable and accessible entry point into VR. However, they
often lack positional tracking and dedicated controllers, limiting their immersion and
interaction capabilities.

2.4 Interaction and Input

VR and MR interaction methods typically involve hand tracking, controllers, or a
combination of both. Hand tracking allows for more natural and intuitive interactions,
enabling users to manipulate virtual objects directly with their hands. [9] Controllers
provide haptic feedback and precise input, which can be crucial for tasks that require
fine-grained control.

2.5 Software and Development Tools

VR and MR programming environments utilize various software and development tools.
Popular game engines like Unity and Unreal Engine provide frameworks for creating
VR and MR experiences. Additionally, specialized tools and libraries, such as the
Mixed Reality Toolkit (MRTK) for Microsoft HoloLens and the Oculus Integration
SDK, offer features and functionalities tailored to specific devices and platforms.
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Chapter 3

Analysis of Existing Solutions

3.1 Introduction to the Issues

In this chapter we look at the core issues of programming in virtual and mixed reality
environments. We break down the main problems that have arisen when using some
of the previous approaches and describe possible solutions to the mentioned problems
resulting from evaluation of previous work.

3.2 Separation from the Physical World

When using VR devices, the user is completely separated from the physical world.[8]
This can lead to disorientation and motion sickness. The user is also unable to see the
keyboard and mouse, which are essential for programming. Therefore, handling the
input must be solved in an alternative way. Peers may lack the opportunity to ask
questions, and physical communication is stifled. [7]

3.3 Input and Interaction Challenges

Textual input and interaction are one of the most prominent issues while using VR
devices. Solutions such as block programming or text suggestions are viable only until
you need to enter custom textual input like variable names, function names, etc.

For custom textual input, we can implement the use of a virtual keyboard or an
approach like "airwrite". However, these approaches are less efficient and intuitive
compared to a physical keyboard. For airwrite, when large amounts of text need to
be entered, some participants would have preferred an input method that supports the
speeds to which they are used [8].

There is also the possibility of leveraging voice input, but this approach is not suit-
able for all environments. It can be either too disturbing for others or, the environment
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might be too loud for precise and efficient recognition of the voice input. The physical
keyboard still remains the fastest and most efficient textual input solution.

3.4 Ergonomic and Hardware Limitations

In VR/MR settings, ergonomic issues emerge from factors like the weight of devices,
discomfort experienced by users over extended periods, and hardware constraints in-
cluding battery duration and display quality.

3.5 Physical Strain and Distortion

Physical strain and distortion are common issues in VR and MR environments. Pro-
longed use of VR headsets can cause eye strain, headaches, and fatigue. Additionally,
the limited field of view and resolution of current VR displays can lead to distortion
and discomfort.[1]

3.6 Learning Curve and Initial Complexity

AR and MR technologies may present a steep learning curve for users unfamiliar with
the technology. The initial complexity of interacting with virtual objects and navigating
through virtual environments can be overwhelming, requiring time and practice to
master. [14]

3.7 Technological Limitations

Technological limitations, such as display resolution, processing power, and battery
life, can hinder the effectiveness of VR and MR programming environments. These
limitations can affect the quality of the virtual experience, the performance of the
programming tools, and the overall usability of the system. [7]

3.8 Lower Productivity Compared to Desktops

VR and MR programming environments may result in lower productivity compared
to traditional desktop setups. The unfamiliarity of the technology, the limitations of
the input methods, and the potential for physical discomfort can contribute to reduced
efficiency and a slower pace of development. [8]
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3.9 Possible Solutions

3.9.1 Improved Text Input

To address the challenges of text input in VR and MR, alternative input methods,
such as voice recognition, gesture recognition, and brain-computer interfaces, could be
explored. These methods could potentially provide more efficient and intuitive ways
to enter text and interact with virtual environments. [8]

3.9.2 Hybrid Approaches

Hybrid approaches that combine the benefits of VR and MR with traditional desk-
top setups could offer a more practical and effective solution. These approaches could
involve using VR or MR for specific tasks, such as visualizing complex data or collabo-
rating with remote colleagues, while retaining the familiarity and efficiency of desktop
programming for other tasks. [8]

3.9.3 Enhancements in Ergonomics

Enhancements in the ergonomics of VR and MR devices, such as lighter headsets, im-
proved weight distribution, and better ventilation, could help reduce physical strain
and discomfort. These improvements could enable longer and more comfortable pro-
gramming sessions, leading to increased productivity and user satisfaction.

3.9.4 Optimized Usability

Optimizing the usability of VR and MR programming environments is crucial for their
widespread adoption. This could involve simplifying the user interface, improving the
intuitiveness of the interactions, and providing clear and concise feedback to the user.
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Chapter 4

Proposed Approach

4.1 Introduction

=NAME of the app= constitutes an augmented reality solution developed utilizing
Unity in conjunction with the Mixed Reality Toolkit by Microsoft. This implementa-
tion integrates a proprietary extension tailored for the Visual Studio Code integrated
development environment and is supported by a Python server, which facilitates the
interaction and ensures seamless data exchange between the Unity application and the
Visual Studio Code extension.

We anticipate that utilizing =NAME of the app= could enhance code understanding
and grasp, reduce code navigation time, and thereby boost coding efficiency. We make
use of the boundless capacity of the AR environment to offer an alternative perspective
on the code structure, classes, and their relationships.

=NAME of the app= represents an integrative solution that harnesses the benefits
of both virtual and physical environments. It amalgamates the conventional desktop
setup, inclusive of a monitor, keyboard, and mouse, with the advanced capabilities of
HoloLens hand gesture control. Consequently, the programmer is able to utilize the
advantages offered by the virtual environment without becoming detached from the
tangible world. Moreover, a hybrid approach facilitates a more seamless transition
between contexts, as textual input is managed via a keyboard, while the manipula-
tion of virtual objects is executed through HoloLens hand gestures. This integration
enables the user to avoid frequent alternation between keyboard usage and controller
management.

Some of the key features of our approach are:

• Displaying code as Code Boxes in AR.

• Linking AR elements to traditional development tools (e.g., VS Code).

• Visualization of relationships between code elements.
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• Support for Python projects through automated analysis.

• Incorporating the OpenAI Coding Assistant for method generation as well as
keeping a log of both prompts and their respective responses. This feature allows
users to review the sequence of exchanges, offering enhanced transparency and
insight into the produced code.

4.2 System Architecture

The system consists of several interrelated components that facilitate the interaction
between the development environment (Visual Studio Code), the AR environment, and
the Python-based server used for project analysis. The architecture is designed to en-
able seamless communication between these components for an enhanced development
experience using augmented and virtual reality.

4.2.1 Subsystems and Components

The system architecture consists of interconnected subsystems and components, as
shown in Figure 4.1, which facilitate seamless communication and data flow between
the development environment, Python server, AR/VR system, and Unity engine. The
main subsystems and their components are as follows:

• Tethering IDE App Subsystem:

– Unity Client: Acts as a bridge between the developer’s IDE and the Unity
engine. It communicates with the Python server and AR/VR subsystems
to enable tethered interaction.

• Visual Studio Code Subsystem:

– VSC Project Data: Represents the project-related data handled within
VS Code.

– VSCToUnity Extension: Integrates VS Code with the AR/VR system
and uses OpenAI API to generate methods with given context.

• Python Server Subsystem:

– VSCDataProcessor: Processes project data received from VS Code.

– UnityEventsProcessor: Handles Unity event data for further processing.

– Communication ports include:

∗ VSC Data In Port: Receives project data from VS Code.
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∗ VSC Data Out Port: Sends processed project data to the Unity
Client.

∗ Unity Events In Port: Receives events from Unity.

∗ Unity Events Out Port: Sends processed Unity events back to the
Unity Client.

• AR/VR Subsystem:

– Unity Engine: The core component for rendering and managing interac-
tions within the AR/VR environment. It processes:

∗ Unity Events Data: Event-related information from the AR/VR en-
vironment.

– Meta SDK and MRTK3: Enable AR/VR functionalities, such as inter-
action and visualization within the immersive environment.

– Monitor/User POV/Screen: Represents the user’s perspective or exter-
nal visualization via screen mirroring.

4.2.2 Component Diagram

Figure 4.1 presents a component diagram of the application, illustrating the data flow
between the various components.
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Figure 4.1: A component diagram depicting the architecture of the system.

4.2.3 Data Flow

The data flow between the Python server, Unity app, and VS Code extension is essential
for ensuring smooth communication and synchronization of data. This section outlines
the key interactions and how data is passed between these components.

VS Code Extension and Unity App Communication

The VS Code extension, through the VSC Client component, exchanges data with
Unity:

• Unity Events are sent from Unity to the VS Code extension. These events
represent user actions or selections, such as clicking a method in the Unity app.

• Python Server Processing occurs when the VS Code extension receives Unity
Events. The Python server processes these events, determines the appropriate
action (e.g., jumping to a specific line in the source code), and triggers the nec-
essary command.
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• The VS Code extension executes the command triggered by the Python server,
such as navigating to a specific line of code, ensuring seamless interaction between
the Unity app and the code editor.

• Project Data: Sent from the VS Code extension through a dedicated VSC
Data Port, this data includes project files, configurations, and metadata used by
the Unity app. The server receives the data, processes it, and returns it to Unity
for further use.

• Unity Events Data: Events triggered in Unity are sent to the Python server for
processing, where they are handled and forwarded to the VSC IDE for real-time
interaction.

• OpenAI Coding Assistant: The OpenAI Coding Assistant communicates with
OpenAI services via the OpenAI API. It includes a thread history feature that
captures the user’s prompt and response history.

The communication flow is represented as:

• The VS Code extension (VSCClient) sends Project Data to the Python server us-
ing the VSC Data Port, which is processed by the VSCDataProcessor component
of the Python server.

• Unity app events are sent to the Python server via the Unity Events Port, where
they are handled by the UnityEventsProcessor before being forwarded back to
Unity.

• OpenAI Coding Assistant : During these exchanges, the thread history fea-
ture captures prompts, responses, and processing steps, enriching the understand-
ing of code interactions and actions.

4.3 Code Analysis and Data Representation

This section describes the system’s approach to project analysis and the nature of data
exchanged between its components.

4.3.1 Using Python AST for Analysis

In this section, we explain how Python’s Abstract Syntax Tree (AST) is leveraged to
analyze a Python project. The AST provides a structured representation of the Python
code, which allows us to extract key elements like classes, methods, attributes, and the
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relationships between them. This method helps automate the process of understand-
ing and visualizing code structure, making it particularly useful for generating class
diagrams and understanding the dependencies between components in a project.

Extracting Classes, Methods, and Attributes

The first step in the analysis involves parsing the Python code files to extract classes,
methods, and attributes. The Python AST is used to traverse the code structure and
identify the key components:

• Classes: The visit_ClassDef method in the ProjectAnalyzer class is respon-
sible for identifying all classes defined in the project. For each class, we capture
details like the class name, its base classes (inheritance relationships), and the
file in which the class is defined.

• Methods: Within each class, the methods are identified by checking for in-
stances of ast.FunctionDef nodes, which represent function definitions. For
each method, we store its name and the line number where it is defined.

• Attributes: The attributes of a class are usually defined in the __init__

method, where we look for assignments to self (which represent instance at-
tributes). We also check for class-level attributes outside the __init__ method.

Analyzing Relationships Between Classes

In addition to extracting individual components, the AST analysis also identifies rela-
tionships between classes, including:

• Inheritance: We detect inheritance by examining the bases attribute of class
definitions. If a class inherits from another class, the base class name is captured
in the base_classes list.

• Composition: Composition relationships are identified by analyzing assign-
ments within methods. For example, if a class creates an instance of another
class (e.g., self.books = Book()), it is considered a composition relationship.
These are tracked in the composition set.

• Uses: The uses relationships track any function or class calls that a class makes.
For example, if a method in one class calls a function or uses a class defined
elsewhere, it is recorded as a "use" relationship.
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Example of the Analysis Process

Consider the following simplified example:

class Library:

def __init__(self):

self.books = []

def add_book(self, book):

self.books.append(book)

class Book:

def __init__(self, title):

self.title = title

Figure 4.2: Example of the Analysis Process

In this example, the Library class has a composition relationship with the Book

class because the Library class creates instances of the Book class in the __init__

method. The add_book method also uses the Book class when appending a book to
the books list.

During the AST analysis, the Library class would be identified with:

• Attributes: books

• Methods: __init__, add_book

• Composition: Book

• Uses: Book

Similarly, the Book class would have:

• Attributes: title

• Methods: __init__

• Uses: none (in this simple example)

The resulting relationships between the classes are crucial for generating class dia-
grams that visualize the structure and dependencies within the code.
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Generating Output

Once the analysis is complete, the collected data can be saved in multiple formats:

• JSON: The to_json method converts the analyzed data into a JSON format,
which includes information about the classes, methods, attributes, and relation-
ships. This JSON data can then be used for further processing or visualization.

• PlantUML: The to_plantuml method generates a PlantUML diagram source
file that can be used to generate visual class diagrams. This diagram includes
the classes, their attributes, methods, and the relationships between them (e.g.,
inheritance, composition, and uses).

By automating the extraction of code components and their relationships through
the AST, we can efficiently create a detailed, accurate representation of the project’s
structure and generate corresponding diagrams for better code comprehension.

4.3.2 JSON Data Structure for Visualization

Purpose and Overview

The JSON data structure serves as an intermediary representation of the analyzed code-
base, enabling visualization of class hierarchies, relationships, attributes, and methods.
It encapsulates the extracted information from the source code into a structured format
that can be easily parsed and displayed in various visualization tools.

The structure is designed to include:

• Class definitions along with their associated metadata.

• Relationships such as inheritance, composition, and usage between classes.

• Details of attributes and methods for each class.

Data Conversion Process

The analyzed source code is processed using an Abstract Syntax Tree (AST) parser.
This parser extracts the relevant components (e.g., classes, methods, attributes, rela-
tionships) and serializes them into a hierarchical JSON format. This process ensures
consistency and provides a machine-readable format that aligns with the visualization
requirements.

JSON Structure Description

The JSON structure comprises the following key elements:
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• classes: A dictionary where each key is a class name, and the value is another
dictionary with detailed information about the class, including:

– file_path: Absolute path of the file where the class is defined.

– package: The package or module containing the class.

– line_number: Line number of the class definition in the source code.

– methods: A list of dictionaries, each representing a method within the class
with its name and line number.

– attributes: A list of class attributes.

– base_classes: A list of parent classes (if any) the class inherits from.

– composition: A list of classes (if any) that are composed into this class.

– uses: A list of classes (if any) that this class interacts with but does not
compose.

• functions: A list of all standalone functions detected in the source code, pro-
viding a comprehensive view of functional components.

• imports: A list of all imported modules and packages used within the project.
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Example JSON Representations

To illustrate the JSON structure, here are examples for various scenarios:

Class Definition

This example represents the Movie class, including its file location, attributes, and
methods.

{

"Movie": {

"file_path": "c:\\path\\to\\cinema.py",

"package": "cinema",

"line_number": 10,

"methods": [

{

"name": "__init__",

"line_number": 11

}

],

"attributes": [

"duration",

"title"

],

"base_classes": [],

"composition": [],

"uses": []

}

}

Figure 4.3: JSON Representation of the Movie Class

17



Relationships Between Classes

Here, the CinemaHall class is shown to compose and use the Booking class, indicating
a strong relationship.

{

"CinemaHall": {

"composition": [

"Booking"

],

"uses": [

"Booking"

]

}

}

Figure 4.4: JSON Representation of CinemaHall Class Relationships

Attributes and Methods

This snippet highlights attributes and methods for an Animal class.

{

"attributes": [

"name",

"species"

],

"methods": [

{

"name": "make_sound",

"line_number": 7

}

]

}

Figure 4.5: JSON Representation of Animal Class Attributes and Methods
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Visualization Use Case

The JSON structure is used to render diagrams and interactive visualizations, help-
ing developers understand the architecture and relationships in the codebase. Tools
consuming this JSON can dynamically generate UML diagrams, class hierarchies, or
dependency graphs.

Summary

The structured format and semantic organization of this JSON ensure clarity, extensi-
bility, and compatibility with visualization tools. It bridges the gap between raw code
analysis and visual representation, forming the backbone of the architecture under-
standing workflow.

4.4 Integration of OpenAI Assistant Threads History

To further enhance the usability and comprehension of the code visualization tool,
we have introduced an additional functionality: the integration of OpenAI Assistant
threads history. This new feature is specifically designed to provide users with contex-
tual insights into the generated methods and other code elements within the visualiza-
tion framework.

Description of the Functionality

The OpenAI Assistant threads history feature allows users to view the sequence of
prompts and responses that led to the generation of specific methods or other code ar-
tifacts. This is particularly beneficial for understanding the rationale and the decision-
making process behind the generated code. By presenting this history alongside the
code visualization, users gain a more comprehensive understanding of how the code
was created and can better evaluate its accuracy and relevance.

Implementation Details

The implementation leverages the OpenAI API to capture and store the history of
interactions with the Assistant. The following components form the core of this func-
tionality:

• Thread Creation and Management: Each time a user initiates a request to
generate or modify code, a new thread is created using the OpenAI Assistant
API. The thread ID is stored for tracking subsequent interactions.
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• Event Handling for Interaction History: Custom event handlers are imple-
mented to capture and display the incremental output from the Assistant. These
handlers process the user prompts, Assistant responses, and tool invocations.

• Integration with Code Visualization: A new pane has been added to the
visualization tool, which displays the captured thread history in a structured
format. This pane is dynamically updated to reflect the ongoing interactions and
responses.

User Workflow

When using the visualization tool:

1. Users can generate methods by providing a JSON context.

2. The generated code is displayed in the Codebox.

3. Simultaneously, the associated thread history is displayed in a side panel, detail-
ing the prompts, Assistant responses, and any tool interactions.

This seamless integration ensures that users are not only provided with the gener-
ated code but also the contextual information necessary to understand and trust the
underlying logic.

4.5 AR Design and Visualization

This section provides an overview of the conceptual design of the AR application,
focusing on the design of the interactive codebox that visually represents a class in the
context of object-oriented programming.

4.5.1 Hexagonal Codebox Design

The codebox is designed as a hexagonal-shaped visual metaphor that represents a class
in object-oriented programming. Each of the six sides of the hexagonal codebox serves
a distinct purpose, visually displaying different aspects of the class. The six sides
represent:

• Side 1: Displays the class name, attributes, and methods of the class.

• Side 2: Shows composition and usage relationships of the class.

• Side 3: Lists child classes (inheritance).

• Side 4: Shows parent classes (superclasses).
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• Side 5: Provides details about how the class is used in the codebase.

• Side 6: Displays metadata such as the file path, package, and line number.

Figure 4.6 illustrates a code cube as seen through a VR device. Each side of the cube
represents a specific component of the class, such as attributes, methods, relationships,
and references.

Figure 4.6: Example of a code cube.

The interactive features of the codebox allow the user to explore the class’s structure
by navigating between its facets. This enables a dynamic and engaging interaction
with the class’s components, providing a visual representation of its elements and their
relationships.

The codebox is populated dynamically in the AR environment using the CodeboxPopulator
class, written in Unity and using TextMeshPro for text rendering. Each side of the
hexagonal codebox corresponds to a specific type of class data that is displayed when
the user interacts with it.

This dynamic text population enhances the interactive experience by ensuring that
users can access relevant information by navigating between the sides of the codebox.

This setup enables the user to explore the class structure interactively, visualizing
its attributes, relationships, and usage in a dynamic, 3D environment.

Inspiration

The design of the codebox is inspired by the concept of a code cube, a visual metaphor
for representing a class. A class is the primary structural element in object-oriented
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programming, and the cube provides a way to represent various facets of a class in a
3D space. This idea was taken from the article VR-Based User Interactions to Exploit
Infinite Space in Programming Activities [16], where a code cube is used to visualize a
class in virtual reality (VR). In this approach, each facet of the cube corresponds to a
different aspect of the class.

4.5.2 Relationship Visualization

In the AR application, relationships between code elements are visually represented by
lines connecting different codeboxes. These lines are dynamically updated to reflect the
relationships between classes based on their interactions, such as composition, usage,
and inheritance. The key relationships displayed are:

• Composition: Represented by green lines, indicating that one class contains or
is composed of another.

• Usage: Represented by blue lines, showing that one class uses another, typically
through method calls or references.

• Inheritance: Represented by red lines, indicating that one class is derived from
another, showing an inheritance relationship.

Figure 4.7: Inheritance between Animal, Dog, and Cat classes

As shown in Figure 4.7, the inheritance relationship between the Animal, Dog, and
Cat classes is depicted.
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These relationships are established through the RelationshipManager class, which
uses a LineRenderer to create lines between the relevant codeboxes. The RelationshipLine
class is responsible for maintaining and updating the position of these lines as the code-
boxes are moved or interacted with in the AR space.

RelationshipManager reads the relationship data from the class definitions (e.g.,
composition, usage, inheritance) and creates lines accordingly. The lines are dynam-
ically updated in the Update() method, ensuring that the relationship lines always
stay connected to the respective codeboxes, even when their positions change in the
AR environment.

4.6 Integration with Traditional Tools

In this section, we explain the relationship between AR and PC-based development to
provide a smooth experience.

4.6.1 VS Code Integration

The custom VS Code extension VSCode To Unity Client enhances the development
process by bridging the gap between traditional text-based coding in VS Code and AR-
based visualization in Unity. This integration enables a seamless flow of information
between the two environments, providing real-time synchronization and interaction
between the code and its AR counterpart.

The extension features the following:

• Jumping to Code Files: The extension allows users to interact with the AR
visualization in Unity and, by clicking on elements (e.g., classes), directly navigate
to the corresponding code in VS Code. This jump to code feature is facilitated
by the context menu and keyboard shortcuts, enabling developers to quickly
inspect or edit the relevant sections of their code base without leaving the AR
environment.

• Real-Time Synchronization of Interactions: The extension maintains a
WebSocket connection between VS Code and a Python-based backend service.
This ensures that any updates to the code (e.g., changes in classes or methods) are
immediately reflected in the AR visualization. Developers can interact with the
code through the AR interface, and the corresponding changes or class structures
are synchronized in real-time. Additionally, selecting a class or method in the
AR view triggers updates in the active VS Code editor, displaying the source
code in the corresponding file.
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• Command Palette and Keybindings: The extension registers two main com-
mands in the VS Code Command Palette: Run Python Code Analyzer and
Display Class Code Box. These commands allow the developer to analyze
Python code for class relationships, generate visualization diagrams, and display
interactive code boxes representing these classes in Unity. Custom keybindings,
such as ctrl+d, provide quick access to these actions without interrupting the
workflow.

• Context Menu Integration: A context menu option is added to the Python
files in VS Code. When a user right-clicks on a Python file, they can trigger the
Display Class Code Box command, which generates and displays the relevant
code box in Unity based on the class structure at the current cursor position. This
enhances the workflow by enabling visualization of code components directly from
the editor.

Through these features, the extension facilitates a highly interactive and synchro-
nized development experience, combining the best of traditional development tools
with the immersive possibilities of AR-based visualizations.

4.7 Benefits of the Proposed Solution

=NAME of the app= aims to address the challenges of code comprehension and nav-
igation in complex software projects by offering a novel approach that merges the
strengths of traditional development environments with the immersive capabilities of
augmented reality.

Specifically, this approach tackles the identified problems in the following ways:

• Combines Familiarity with Enhanced Visualization: By integrating with
VS Code, =NAME of the app= allows developers to continue using their familiar
coding environment while augmenting it with AR visualizations. This minimizes
the disruption to existing workflows and lowers the barrier to adoption.

• Improved Code Comprehension: The spatial representation of code elements
as interactive codeboxes in AR provides a tangible and intuitive way to under-
stand the structure and relationships within a codebase. This is particularly
beneficial for large or unfamiliar projects where traditional text-based represen-
tations can be overwhelming.

• Efficient Code Navigation: The ability to directly interact with codeboxes
in AR and trigger actions in VS Code (e.g., jumping to specific files or lines of
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code) streamlines navigation and reduces the time spent searching for relevant
information.

Compared to traditional code exploration methods, =NAME of the app= offers
several anticipated advantages:

• Enhanced Spatial Understanding: AR visualization allows developers to
grasp the code architecture in a three-dimensional space, providing a more intu-
itive understanding of relationships and dependencies compared to flat diagrams
or textual representations.

• Increased Engagement and Interactivity: The immersive nature of AR
encourages active exploration and interaction with the code, potentially leading
to deeper understanding and faster learning.

• Improved Collaboration: The shared AR environment can facilitate collabora-
tive code reviews and discussions, allowing developers to visualize and manipulate
code structures together.

4.8 Limitations and Considerations

While =NAME of the app= presents a promising approach to code visualization and
interaction, it is essential to acknowledge its limitations and potential challenges:

• Hardware Dependence: The current implementation relies on specific hard-
ware (HoloLens and a tethered PC), which may limit accessibility and widespread
adoption. Future development could explore alternative AR/VR platforms or
more flexible configurations.

• Scalability Concerns: Visualizing extremely large or complex projects with
numerous classes and intricate relationships could lead to visual clutter and per-
formance issues in the AR environment. Strategies for managing complexity and
optimizing rendering will be crucial for scalability.

• Learning Curve: Developers accustomed to traditional coding environments
may require time to adapt to the AR interface and interaction paradigms. Intu-
itive design and comprehensive tutorials will be essential to minimize the learning
curve.

Furthermore, the design and development of =NAME of the app= present several
ongoing challenges:
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• Seamless Integration: Ensuring smooth and reliable communication between
VS Code, the Python server, and the Unity application is crucial for a cohesive
user experience. Robust error handling and efficient data transfer mechanisms
are necessary to maintain synchronization and prevent disruptions.

• Visual Clutter Management: As project complexity increases, managing the
visual representation of code elements and their relationships becomes critical.
Effective layout algorithms, filtering options, and interactive exploration tools
are needed to prevent visual overload and maintain clarity.

• User Experience Optimization: Balancing the immersive nature of AR with
the need for efficient code manipulation and navigation requires careful consider-
ation of user experience factors. Iterative design and user feedback will be vital
to refine the interface and interaction modalities.
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Chapter 5

Implementation
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Chapter 6

Evaluation

This chapter presents the evaluation methodology and results for the application, fo-
cusing on its usability, effectiveness, and potential to enhance programming workflows.
The evaluation was conducted using both qualitative and quantitative methods, aiming
to measure the benefits of =NAME of the app= in real-world programming tasks.

6.1 Evaluation Approach

To comprehensively evaluate the application, we adopted the following methodology:

6.1.1 Evaluation Tools

Three primary instruments were used to collect data and assess the system:

• System Usability Scale (SUS): A standardized questionnaire to assess the
overall usability of the application.

• User Experience Questionnaire (UEQ): A tool to evaluate the user experi-
ence, covering aspects such as attractiveness, efficiency, and dependability.

• Pre- and Post-Task Questionnaires: Custom questionnaires to gather in-
sights into users’ expectations and experiences before and after completing tasks.

6.1.2 Participants

The study involved two distinct groups of participants:

• Professional Programmers: Individuals with extensive industry experience.

• Advanced Students: Students in the later stages of their computer science or
related degrees.

This selection was designed to ensure a diverse range of perspectives and skill levels.
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6.1.3 Experiment Design

Participants were divided into two groups, each tasked with solving programming-
related problems using different methods:

• Control Group: Used a standard computer setup with a monitor, keyboard,
and mouse.

• Experimental Group: Utilized =NAME of the app=, incorporating augmented
reality features and HoloLens interaction.

The tasks were divided into sub-tasks designed to evaluate specific aspects of pro-
gramming workflows:

1. Task 1: Code Functionality Identification

• Objective: Assess participants’ ability to comprehend the functionality of a
specific code segment.

• Example Task: "Analyze the given Python method and explain its purpose.
Include details about its inputs, outputs, and overall functionality."

2. Task 2: Debugging and Error Correction

• Objective: Evaluate participants’ skill in identifying and resolving issues in
a codebase.

• Example Task: "The provided Python script contains five intentional errors.
Identify and correct these errors to achieve the desired output."

3. Task 3: Class Relationship Mapping

• Objective: Measure participants’ ability to visualize and interpret class re-
lationships.

• Example Task: "Using the =NAME of the app= and source code, describe
how the classes interact and suggest improvements for clarity or functional-
ity."

4. Task 4: Code Navigation Efficiency

• Objective: Assess the time and effort required to locate specific code ele-
ments.

• Example Task: "Find the method responsible for database operations in the
provided project folder. Document its functionality and dependencies."

5. Task 5: Testing the OpenAI Coding Assistant
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• Objective: Evaluate the utility of the OpenAI Coding Assistant in generat-
ing and understanding code.

• Example Task: "Use the OpenAI Coding Assistant to generate a method for
a class based on a provided JSON context. Review the generated method,
analyze its correctness, and explain how the thread history feature aids in
understanding the rationale behind the generated code."

6.1.4 Metrics for Evaluation

The evaluation focused on objective and subjective measures, including:

• Task Completion Time: Time taken by participants to complete each task.

• Error Rate: The number of errors introduced or left unresolved in the solutions.

• Task Completion Rate: Percentage of tasks successfully completed by partic-
ipants.

• Usability and Experience Scores: Derived from SUS and UEQ results.

6.2 Evaluation Results

This section will present the results

6.2.1 Quantitative Results

Tables and graphs

6.2.2 Qualitative Feedback

Summarized insights from open-ended responses in the pre- and post-task question-
naires, highlighting user preferences, challenges, and suggestions for improvement.

6.3 Discussion

The discussion
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Conclusion
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